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Abstract. Automotive companion apps are mobile apps designed to re-
motely connect with cars to provide features such as diagnostics, logging,
navigation, and safety alerts. Specifically, onboard diagnostics (OBD)
based mobile applications directly communicate with the in-vehicle net-
work through the OBD device. This can lead to several security issues,
for instance, onboard information of vehicles can be tracked or altered
through a malicious or vulnerable app. We conduct a comprehensive mea-
surement study including static, runtime, and network traffic analysis of
OBD companion apps. Our analysis has been applied to 125 Android mo-
bile applications available on the Google Play Store. We identify a set of
vulnerabilities and further validate these vulnerabilities with real-world
vehicles. We show that 70% of the apps have vulnerabilities that can
lead to private information leakage, property theft, and direct risk while
driving. For instance, 18 apps could connect to open OBD dongles with-
out requiring any authentication, accept arbitrary CAN commands as
inputs from the (potentially malicious) user, and deliver the commands
to the CAN bus without any validation. We discuss the possible coun-
termeasures and also make responsible disclosures to app developers.

Keywords: Automotive companion apps · Security · Privacy.

1 Introduction

On-board diagnostics (OBD) is a standardized system in vehicles that enables
self-diagnosis and reporting of crucial engine and system data. The legislation
mandates the use of OBD-II for the collection of emission information in all gaso-
line vehicles that are manufactured after 1996 [42]. In addition, all the major
vehicle manufacturers utilized OBD-II to assist in vehicle diagnostics, since it is
capable of accessing internal vehicular information such as sensor values, error
codes, ECU self-diagnostics, etc. In the past decade, the cost of OBD-II access
devices has dropped dramatically. Besides the manufacturers and repair/main-
tenance service providers, OBD-II was further utilized by the industry for other
advanced functions. For example, insurance companies attach small monitoring
devices through OBD-II to collect users’ driving habits, so that they can pro-
vide discounts for safe driving behaviors. The consumer market has also adopted
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this trend, leading to the development and adoption of various low-cost OBD-
II access dongles and companion mobile apps to provide real-time monitoring
and diagnostic functionalities to end users. While these devices and apps serve
practical purposes, they raise security concerns.

A limited number of research efforts have been dedicated to the security anal-
ysis of OBD-II-based consumer devices. Wen et. al. was the first to investigate
the security issues with wireless OBD-II dongles [46]. With an extensive inves-
tigation of all the OBD-II dongles on the retail market, the paper revealed a
wide range of vulnerabilities concerning connection and communication with ve-
hicles. [46] also introduced a custom tool, DongleScope, to systematically detect
security vulnerabilities in the dongles. Meanwhile, the OBD-II dongles connect
wirelessly with smartphones, in which the companion apps are installed to pro-
vide interfaces for users to interact with the vehicle through the dongles. The
apps that lack proper security controls will become additional attack surfaces.
However, an in-depth security investigation of OBD-II companion apps is still
missing in the literature. A previous effort adopted off-the-shelf tools to detect
general Android source code issues such as external storage, warnings, and file
access, related to auto infotainment and OBD-II apps [36]. Their methodology
or findings were not specific to OBD-II companion apps or vehicles.

We argue that a systematic and holistic study of the security of OBD-II
companion apps is still missing in the literature, and, in this paper, we make
the first attempt to address the gap by investigating the attack surfaces that are
not exclusively studied in the literature. We focus on the security and privacy
issues in various aspects of OBD-II companion apps. In a broader context, we
reveal vulnerabilities within the app that could be exploited by adversaries to
(1) gain unauthorized access to the dongles and to the vehicles, (2) compromise
the normal operation of the vehicles; (3) steal sensitive personal or operational
data from the vehicles, and (4) cause driver distraction and risk while driving.

To achieve this, we first identify all vehicle companion applications that work
with OBD-II dongles from the Android Play Store. We start with collecting in-
formation from each application to assess their compatibility with various vehi-
cle models and OBD-II dongles. Next, We implement static code analysis and
network traffic analysis to gain insights into the authentication and secure com-
munication protocols implemented in these apps. Simultaneously, we reverse
engineer the CAN bus communication with the vehicle to extract vehicle control
commands. Finally, we draw conclusions regarding vulnerabilities for each app
through dynamic testing of app execution, utilizing the security information ex-
tracted. In this paper, we have identified a series of security concerns that are
directly related to potential security threats. For instance, apps without authen-
tication and/or user-vehicle binding can be vulnerable to unauthorized access to
the OBD-II dongle and further to the connected vehicle. Moreover, companion
apps with vehicle control features, such as the ability to lock/unlock the vehi-
cle, and terminals that allow manual CAN bus commands, could be exploited to
compromise the vehicle and inject high-risk commands when accessed by anyone
within the covered wireless range. In addition, the companion apps often store
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sensitive user and vehicle-related data and provide access to vehicle diagnostic
logs. With inappropriate data protection protocols, this can result in the leak-
age of sensitive information. Finally, apps with no access control over features
allowed while driving can lead to driver distraction and risk while driving.

The main contributions of the paper are summarized as follows:
• We are the first to present a comprehensive study on the security and privacy
issues with vehicle/OBD-II companion apps.
• We uncover distinct vulnerabilities in companion apps that are rooted in inap-
propriate security practices. These vulnerabilities may lead to vehicle diagnostic
leaks, eavesdropping, and, more critically, the disruption or compromise of a
vehicle by attackers.
• To demonstrate the practical risk associated with these vulnerabilities, we
tested them on different real-world vehicles. Our extensive analysis of 125 apps
gathered from the Google Play Store reveals that 70% are vulnerable to unautho-
rized access, potentially leading to the leakage of sensitive vehicle information,
while 40% of the apps can leak driving information logs, trip locations, etc from
vehicles. Worst of all, 18 apps could be easily exploited as practical hacking tools
to compromise vehicle control.
Ethical Considerations. Our goal is to expose vulnerable security practices
in OBD II companion apps and demonstrate the potential impact of these vul-
nerabilities. All the app analyses were conducted in a lab and did not target or
interfere with any vehicle. The final experiments on real vehicles were conducted
in a safe environment (empty parking lot, stationary vehicle, did not attempt
to move the vehicle). We exclusively tested on vehicles that we have authorized
access to and ensured that no harm or interference occurred. Given that this is a
mobile app-based analysis that can be applied to any vehicle model, we adhere
to the authority of the vehicle owner. We further made responsible disclosures
to app developers on all the identified vulnerabilities.

The rest of the paper is organized as follows: We introduce the system and
threat models in Section 2. We present our methodology in Section 3, followed
by the vulnerability identification results in Section 4. We discuss the potential
controls in Section 5, followed by a brief literature review in Section 6. Finally,
we conclude the paper in Section 7.

2 The System Model and the Threat Model

2.1 The System Model

The system model of our study is shown in Figure 1.
(a) On-Board Diagnostics II Port. OBD-II is an industrial standard data
link connector for vehicles. While OBD-II was initially used by professionals for
diagnosis and service, it has been recently adopted in the consumer market to
provide real-time vehicle operation information to end users. The OBD port is
standardized as a 16-pin connector. Each of these pins is dedicated to a spe-
cific purpose, e.g., power supply, CAN data communication (pins 6 and 14), and
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Fig. 1: The system model: (a) OBD-II port; (b) wireless OBD-II Dongle; (c)
WiFi or Bluetooth communication; (d) companion app.

ground connections. The majority of modern vehicles support a range of commu-
nication protocols, ISO 9141-2, ISO 14230-4 (referred to as Keyword Protocol),
ISO 15765-4 (CAN), and SAE J1850 [9].

(b) Wireless ODB-II Dongle. A wireless OBD-II dongle connects to the
OBD-II port of a consumer vehicle and interacts with the ECUs through the
Control Area Network (CAN) bus. OBD dongles are responsible for converting
OBD commands into CAN standards. Most of the OBD-II dongles are capable
of two-way communications with the CAN bus. The majority of OBD dongles
are ELM327-based [5] and support a standardized “AT” command format. The
security issues of the OBD-II dongles have been extensively studied in [46].

(c) Wireless Communication. The wireless OBD-II dongles are capable of
communicating with external devices through WiFi (IEEE 802.11) or Bluetooth.
They connect with smartphones with automotive companion apps so that they
serve as bridges between the CAN bus and the apps. A Bluetooth dongle could
communicate with only one smartphone at any time, while a WiFi dongle may
communicate with multiple devices simultaneously.

(d) Automotive Companion Apps. As the primary objective of our paper,
numerous OBD-II or automotive companion apps are available in app markets,
such as the Apple App Store and Google Play. Each companion app is compat-
ible with one or more OBD dongles. They support a wide range of operations
and commands to access and control the connected vehicles. For instance, they
are designed to provide diagnostic trouble codes, real-time vehicle information
(speed, engine RPM), and parking assistance. These apps may communicate
with the vehicle’s ECU when the vehicle is parked, powered off, or even driving
at high speed. Some apps also support vehicle control operations such as remote
lock/unlock, control AC, and more. Their functions are valid for legitimate pur-
poses. However, if not implemented with appropriate access control, these apps
become attack surfaces that place vehicles and drivers at risk.

2.2 The Threat Model

The main attack surface to be investigated is the companion app and its pe-
riphery. An attacker can be any malicious external individual. In particular, we
consider two types of attackers: (1) attackers who misuse the companion apps:
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they are akin to the script kiddies, who are not skilled enough to perform vul-
nerability scanning or hacking into the companion apps. Instead, they utilize the
apps as hacking tools, i.e., they use the published functions of the apps to per-
form malicious actions against the target vehicles. And (2) attackers who target
the companion apps: they are the skilled attackers who are capable to eaves-
drop on the communication or examine the app code to identify vulnerabilities.
In both cases, the attacker’s primary objectives are: (1) To gain access to the
vehicle through a connected OBD II dongle; (2) to eavesdrop on app-to-vehicle
communication; (3) to steal information of the vehicle or the user; and (4) to
interfere with vehicle operations and potentially take control of the vehicle.

We assume that a Bluetooth or WiFi dongle is plugged into the OBD-II
port of the victim’s vehicle. This is likely to happen since such OBD-II dongles
have entered the consumer market at very low prices ($15 to $50 each). The
dongles and the companion apps have been advertised as on-board monitors
to provide real-time vehicle information such as speed and torque. They also
track the users’ driving habits and provide personalized safe driving tips. Such
functionalities and advertisements imply that the dongles are supposed to stay
plugged in during the daily operations of the vehicles. Meanwhile, the attacker
must be physically within the range of the vehicle’s WiFi/Bluetooth signals to
initiate an attack. The Bluetooth dongles advertise connection ranges of 20 to
50 meters outdoors, while WiFi dongles cover larger ranges. It is very practical
for an attacker to get into such distance with a parked or even moving vehicle
without being noticed. It is also possible for an attacker to wander around and
scan for Bluetooth/WiFi signals from available dongles. This attacker model is
the same as other Bluetooth-based attacks such as [46,15,12,14].

The attack begins with the attacker’s detection of the vehicle based on the
broadcast network information from the plugged OBD-II dongle. Note that the
dongles connected to OBD ports remain powered even when the vehicles are off.
While the dongles may have limited access to the CAN bus when the vehicles
are off, they are accessible to the companion app (to be articulated in Section
3.4). Any compatible companion app can be employed at this step. Even when
multiple vehicles with connected dongles coexist, an attacker may simultaneously
connect with each of them. The attack could be targeted (against an identified
vehicle) or untargeted (against a random vehicle). The targeted attack is made
possible by certain companion apps that can detect vehicle details. Furthermore,
even if an app requires specific knowledge of vehicle make and model to access its
diagnostics, these details can be easily inferred by visually observing the vehicle.
Overall, with the simple installation of a companion app, anyone within the
WiFi/Bluetooth range can potentially launch an attack on the victim’s vehicle.

3 Vehicle Companion App Analysis

In this section, we provide a clear and concise explanation of our analysis struc-
ture that includes application information, source code, and network traffic anal-
ysis. We then detail our approach to vulnerability definition. Overall, our analysis
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of auto companion apps focuses on security concerns specific to vehicular appli-
cations. While some existing techniques have been adopted as the basic tools,
e.g., network packet capture or static code analysis, all the analysis techniques
are customized for vehicle companion apps.

3.1 App Function Analysis

To gain a better understanding of companion app execution and usage, our
initial step involves gathering app information and establishing the initial setup
procedures for each app. First, we collect information from Play Store API such
as app descriptions, manufacturer details, the number of downloads, etc. Based
on the collected information, we have summarized a series of features such as
compatibility with vehicle models, supported OBD devices, and the available
modes of connection for each app. We then installed each app on a smartphone
and performed initial setup procedures. We tested the apps to gain insights
into the connection and access of each app, with a special focus on available
user interface (UI) options. We also collected the privacy policy of each app to
understand if these security practices have user consent.

The app features examined in our security analysis are listed as follows: con-
nection mode (WiFi, Bluetooth, Both), authentication (open access, password),
user account (required, optional, no), OBD device (ELM327, manufacturer-
specific), vehicle compatibility (any, specific make/model), vehicle detection (yes,
No), access when vehicle off (yes, no), report log & share (yes, no), CAN com-
mands terminal (yes, no), data transmission (encrypted, non-encrypted).

Each feature in this list contributes to one or more vulnerabilities if it is
not properly implemented with specific security measures. We classify OBD
companion apps into two categories: generic apps that connect to any OBD-
II Dongle that is ELM327-Compatible [5], and proprietary apps that are only
compatible with manufacturer-specific dongles. A few apps claim to support both
ELM327-based and manufacturer-specific dongles, and we still classify them as
generic apps. We note the OBD compatibility of the app as ELM327-based or
manufacturer-specific. Similarly, vehicle compatibility denotes whether an app
supports all vehicle models or a specific set of vehicle models. During the ini-
tial setup, we record if the app requires vehicle information before launch, and
whether it initiates the diagnostic page when the vehicle is off. Additionally, we
assess if the app has the capability to share stored diagnostic reports or trip logs.
Some apps even provide an OBD terminal as part of the user interface, allowing
users to manually send (arbitrary) CAN bus diagnostic and crucial vehicle con-
trol commands. In these cases, unauthorized access could result in full control
over the vehicle, leading to potentially severe consequences. Finally, we record if
the app has encrypted data transmission based on network packet analysis.

3.2 Static Source Code Analysis

We perform source code analysis to verify and evaluate security protocols related
to external communication. Our main objectives include identifying and address-
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ing any insecure network communication practices. In particular, we focused on
two main issues in the source code: (1) Insecure external communication, and
(2) Unvalidated CAN command input.
• Insecure External Communication : Companion apps often require com-
munication with external entities for various features, including user account
verification (e.g., Google, Facebook, etc.), diagnostic analytics, and the storage
of reports in external storage. This practice involves the transfer of sensitive
information, such as user data, vehicle diagnostics, and financial information.
Applications that employ insecure network transfer are at risk of leaking sensi-
tive data. For instance, we have observed instances in several companion apps,
where endpoint URLs are hard-coded or with insecure calls.

We decompile the source code of each app using the JADX decompilation tool
[41]. After extracting the Java source code, we identify URL patterns within each
app and filter out insecure links from the extracted URLs. We have developed a
customized Python script responsible for extracting methods for each URL.
• Unvalidated CAN command input: Certain apps allow users to enter raw
CAN commands and send them to the CAN bus (through the connected OBD-
II dongle) for execution. For such apps, we examine the source code to identify
any validation or post-processing of user input, including CAN command format
validation, any potential access control, and any sanitization of malicious or
unsafe commands.

3.3 Network Traffic Analysis

We subject each app to dynamic execution to observe network traffic. Our goal is
to uncover potential vulnerabilities related to insecure data transmission. During
this process, we execute each user interface (UI) within the app that corresponds
to vehicle diagnostics and sharing of vehicle diagnostic/trip logs. Concurrently
capture network packets. If any insecure data transmission is detected, we verify
if vehicular data is leaked such as diagnostic commands or user information, etc.

We have noticed that some applications transmit sensitive information with-
out encryption. When vehicle diagnostic commands are transferred without en-
cryption, it leaves an opportunity for attackers to extract this data for malicious
purposes. This vulnerability was further confirmed through network traffic anal-
ysis, which revealed instances of vehicle information leaks.

Apps require user consent for any information transfer and are informed
on security practices relating to app communication. Hence, we also verify the
consistency between the app’s security and corresponding privacy policy. Any
mismatch will be considered a privacy violation.

3.4 Vulnerability Identification

With extensive analysis of companion app behavior, code base, and execution, we
have identified a range of security vulnerabilities. These vulnerability scenarios
include every aspect of the companion app’s interaction with the vehicle.
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[V1] Unauthorized app connection: Companion apps that allow connection
without secured authentication can be vulnerable as any unauthorized individ-
ual can connect to a vehicle that has a dongle plugged in. Such access can grant
attackers continuous visibility and access to vehicle information and further can
leak vehicle-sensitive information. It can be argued that in the presence of an
open connection on the dongle, limitations may arise concerning the extent to
which apps can safeguard user accounts. However, in practice, even within an
open connection device, the responsibility falls upon the application to employ
authentication and authorization. Hence, we argue that apps without strict se-
curity measures to authenticate can lead to potentially vulnerable connections.

[V2] Inadequate authentication: One of the common implementations in
these apps is user account setup and vehicle identification based on make and
model. We argue that this is considered an inadequate authentication, as any
attacker can set up an account and enter vehicle details by observing the vehicle.
We also point out that VIN is considered inadequate authentication, as it is
visible through the windshield.

[V3] Vehicle information and diagnostic leaks: Real-time vehicle informa-
tion and diagnostic data contain sensitive information regarding vehicle status,
sensor readings, and more. Improper access control may expose real-time vehicle
data to attackers. Most of the apps feature diagnostic logs and trip tracking, i.e.
the user can access full diagnostic reports and driving histories. These reports
can be stored and shared with any third party.

[V4] Unvalidated vehicle control: Certain applications provide direct OBD
terminal access allowing users to manually inject arbitrary CAN bus commands
or a user interface to transmit customized commands to the vehicle. In either
scenario, the user inputs (as text strings) are never validated or sanitized in any
capacity, so that an attacker can use the app as a hacking tool to remotely control
the vehicle. Notably, such attacks do not require advanced equipment; a basic
understanding of CAN bus commands is sufficient to compromise and manipulate
the vehicle’s functions, posing risks to both the vehicle and its occupants.

[V5] Live CAN traffic leak: Most of the companion apps are compatible with
ELM327-based dongles and support ELM327, standard “AT” commands. There
is a specific command “ATMA” (Monitor All), which allows a user with access
to extract live CAN bus traffic. This can be reverse-engineered to extract CAN
bus commands of particular vehicle models and further attack the vehicle.

[V6] Eavesdropping on Vehicular communication: In the communication
between the companion app and the vehicle, we can identify two hops: one
from the vehicle to the OBD dongle and the other from the OBD dongle to the
companion app. If data transmission is not secured, the app becomes vulnerable
and susceptible to eavesdropping on network communication.

[V7] Insecure External Communication: Apps may establish connections
with external entities through network connections. To transmit sensitive infor-
mation, it is important to ensure the confidentiality and integrity of these data
transfers. Some of these apps use the insecure “HTTP” protocol when handling
sensitive information, which raises concerns about data security.
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Table 1: Apps with Top Downloads
App Name Downloads Rating

Car Scanner ELM OBD2 10,000,000+ 4.7
InCarDoc - OBD2 ELM327 Scanner 5,000,000+ 4.2
EOBD Facile: OBD 2 Car Scanner 1,000,000+ 4.4
Torque Lite (OBD2 & Car) 10,000,000+ 3.6
Carista OBD2 1,000,000+ 4.2
Infocar - OBD2 ELM Diagnostic 1,000,000+ 4.2
MotorData OBD ELM car scanner 5,000,000+ 4.1
FIXD - Vehicle Health Monitor 1,000,000+ 4.6
Carly OBD2 car scanner 1,000,000+ 3.9
BlueDriver OBD2 Scan Tool 1,000,000+ 4.6

[V8] Privacy Policy Violation: We verify the consistency between the defined
privacy policy for each app and the associated information handling (collection
and sharing) practice and report identified privacy violations.
[V9] Access when vehicle is off : Some apps can connect to the OBD dongle
when the vehicle is off. The OBD port remains powered even when the vehicle
is off, hence, the companion app can connect to the dongle with limited access.
In this case, some apps would terminate or display a warning message and pre-
vent the user from going further. However, some apps still allow access to the
dongle’s settings and tracking logs, even when the vehicle CAN communication
is restricted in this case. Apps with direct terminal access may enable users to
modify settings for OBD dongles when the vehicle is off, further complicating
access control for the driver/owner.

4 Vulnerability Analysis and Results

4.1 App Data Collection

We have collected 125 Android-based OBD II companion apps from the Google
Play Store. We have crawled all the available information from the Play Store
API such as No. of downloads, privacy policies, and descriptions. 68% of them
support ELM327-based OBD II dongles and the remaining apps are manufacturer-
specific (only work with a specific dongle). Considering connection modes, 66.4%
support WiFi, and 97% of apps have Bluetooth connectivity. These apps have
collectively accumulated a substantial number of downloads, demonstrating their
popularity and a consistent increase in daily downloads. The highest number of
downloads is 10,000,000+ on app Car Scanner. Overall, we have tested 70.4%
apps on real-time automobiles and the rest of them have vehicle and dongle
compatibility limitations. Further apps, with top downloads, are given in Ta-
ble 1 along with connection and vehicle compatibility. In this table, we report
the vulnerability ratio for each type can observe that most of the top downloaded
apps are highly vulnerable and can compromise vehicle security.
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4.2 Experiment Setup

Our experiment requires the use of a smartphone to operate all the applications.
In our testing process, we have assessed the functionality of all the apps using
two distinct vehicle models: a 2012 Nissan Altima, and a 2016 Toyota Corolla.
We have employed a set of OBD dongles that collectively are compatible with a
majority of the applications, including two generic WiFi dongles: OBDII-WiFi-
ELM327 and Forseal-WiFi, one generic Bluetooth dongle: OBDII-Bluetooth-
ELM327, and one WiFi/Bluetooth dongle: Kobra-WiFi/Bluetooth. We also used
three manufacturer-specific dongles: Infocar, Think-driver, and Fixed. Apps that
are compatible with test vehicle models and available OBD dongles are evaluated
with real vehicles. 50 apps cannot be tested with the vehicle due to OBD and
vehicle compatibility issues, however, they are all validated with app function
analysis and static code analysis.

4.3 CAN Control Messages and Vulnerability Evaluation

Following previous techniques [7,46] on CAN message extraction through man-
ually triggering physical action on vehicles, we have reverse-engineered CAN
bus messages that can alter vehicle function. With this, we can effectively test
vulnerabilities corresponding to vehicle control features. We have obtained fun-
damental control commands to inject CAN bus such as Turning lights and head-
lights. In particular, the ‘AT SH’ command serves the purpose of specifying the
ECU identifier on the vehicle responsible for handling specific operations. Af-
ter a successful configuration, when the command ‘AT SH 60D’ is transmitted,
the CAN bus identifies the target ECU governing the headlights. Following this
command, a CAN message is sent, represented as 06 06 00 00 00 00, which
activates the headlights. Table 2 provides a list of derived control commands
on our test automobiles. We did not test critical operations such as controlling
vehicle speed while moving.

In each experiment, the app is first set up and executed in conjunction with
a compatible OBD dongle to verify connection setup, access, and associated
security measures implemented by the app. Each available UI of the app and
any vehicle control operations are examined. Access control over diagnostic and
vehicle control access is verified. Next, each app is executed, and in parallel,
network packets are captured to verify if the app has encrypted information
transfer. Vulnerability corresponding to this is assessed information such as ve-
hicle diagnostics extracted from network packets. Next, each app’s source code
is analyzed for any potential information leaks. We have performed static source
code analysis of each app and verified for potential traces of information leaks.
As mentioned in 3, we find out that insecure communication apps and CAN bus
commands are directly mentioned in apps.

4.4 Vulnerability Assessment

Our systematic experiments with OBD companion apps have detected security
vulnerabilities within each app. We did not change any function/feature of any
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Table 2: CAN bus control commands
Vehicle CAN Control Message Action

Nissan
60D 00 46 00 00.. 00 Turn on the left signal
60D 06 06 00 00.. 00 Switch headlights On

Toyota
614 29 80 00 10.. 00 Turn on the left signal
614 29 80 00 30.. 00 Switch headlights On

app. In this section, we explain the analysis results for each vulnerability. Table
5 explains vulnerabilities found in the top 50 apps and reveals the implications
of these security gaps in each application. While the security of these appli-
cations depends on the authentication requirements of the connected dongles,
our research emphasizes the critical role of security measures within companion
apps. Notably, more than 70% of the apps exhibited vulnerabilities related to
unauthorized access and diagnostic data leaks.

[V1] Unauthorized app connection: We have tested connections using both
WiFi and Bluetooth protocols. 88 companion apps allow open connection access
without any authentication. Among these, 64 apps support unencrypted and
unauthenticated WiFi connection, while 86 of them support Bluetooth (62 apps
support both). For WiFi dongles, the attacker could connect to the dongle even
when the owner’s smartphone/app is already connected, as multiple connections
are allowed. For Bluetooth dongles, a pairing process is necessary, and only
one device could be connected to the dongle at a time. Both features provide
certain protection, however, the attacker could still remotely connect to the
dongle without having any authentication (e.g., knowing a password printed on
the dongle). The remaining 37 apps have predefined authentication processes
to connect to the OBD devices and vehicles. For example, “Think Driver” and
“Fixed” need an OBD device serial number before connection authentication.

[V2] Inadequate authentication. While connection establishment, we ob-
serve two main inadequate verification patterns: (1) User account setup, and
(2) Vehicle information. Overall, 58 apps enable user account creation and sub-
sequent verification via email or phone. Out of these, 22 apps support open
connection i.e. allow unauthorized app connection. They also store the informa-
tion of the connected vehicle as part of the user profile. However, we still view
this as an insecure practice, as the attacker could easily create an account on
her own smartphone and connect to the open dongle.

Before launching diagnostics, 53 apps that allow open connection enquire
about vehicle information. They typically seek basic details such as the vehicle’s
make and model. For instance, apps like “OBD jScan” and “Alfa Romeo” only
launch vehicle diagnostics after selecting the vehicle and providing corresponding
details. We consider these verifications to be inadequate as they do not impose
any restriction on actual OBD II connection with the app and, more importantly,
do not validate that the user has (authorized) physical access to the vehicle.
Table 3 shows % of apps for connection modes that are vulnerable.
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Table 3: Connection Setup
Connection App count Open access user account Vehicle Info

WiFi 83 64 13 38
Bluetooth 122 86 21 52

Table 4: Vehicle information leakage and implications.
Information Leak Implication Information Leak Implication

Fault code Diagnostic Sensor values Diagnostic
Location Privacy Driving info Privacy
Live Dashboard Diagnostic Driving Log Privacy
Fuel calculation Diagnostic Emission Test Diagnostic
ECU Code Vehicle info ECU Details Vehicle info
Battery Info Diagnostic Graph and report Privacy

[V3] Vehicle information and diagnostic leaks. All applications that grant
unauthorized access are at risk of exposing onboard vehicle diagnostics, which
may leak critical vehicle data, including fault codes, sensor readings, and ECU
IDs. More severely, several apps also leak sensitive trip information such as
location history and trip logs. Figure 2 (A) shows the “Incar Doc Car Scanner”
app after an unauthenticated connection, where we can observe the details of the
leaked data. Figure 2 (B) and (C) show the leak of real-time vehicle status and
sensor readings from Car Scanner. Note that Figure 2 (C) is a very long screen
that could be scrolled down to reveal the readings of all accessible sensors. Table
4 summarizes the most leaked attributes and the implication of each leak.

[V4] Unvalidated vehicle control. 18 out of 125 apps have direct “OBD ter-
minal” features available without any access control or message level validation.
With all 18 apps, we successfully launched the attack on our test automobiles
to control the vehicle’s headlights and turn lights from all of these companion
apps. Almost half of the apps that allow unauthenticated and invalidated vehicle
control are the most downloaded apps. These apps mention in their descriptions
that the terminal can be used for advanced functions or manual commands to
aware users. However, the seriousness of attacks is evident from performed ex-
periments and shows the need to impose restrictions on accessing this feature,
given the open connection provided by the app. All of these apps do have the
potential to leak diagnostics, Manual CAN injection Traffic leak, etc.

[V5] Live CAN traffic leak. We observe that apps with terminal access to
allow manual CAN bus commands support standard ELM327 commands. Hence,
we tested the command “ATMA” to capture live CAN traffic, as shown in the
screen of app Car Scanner (Figure 2 (D)). With live CAN traffic, one can reverse
engineer and extract control commands of the vehicle, as shown in [1].

[V6] Eavesdropping on Vehicular communication. The next crucial com-
ponent is network traffic between the app (smartphone) and the vehicle (OBD
dongle). Our experiments reveal that, overall, 50 out of 125 apps have trans-
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Fig. 2: (A) Vehicle information from InCarDoc; (B) Real-time vehicle status from
CarSCanner; (C) Sensor readings from CarSCanner; (D) Real-time CAN traffic.

mitted information over unencrypted connections, posing eavesdropping vulner-
ability. With this, we have captured live CAN bus commands sent from the
app to the dongle through network traffic. We were able to observe the vehicle
diagnostic commands and vehicle status from the unencrypted communication.

[V7] Insecure External Communication. Our static analysis results reveal
that 57 apps have utilized insecure URLs to send diagnostics reports and trip
logs over unencrypted communication channels. We further validated each app
through dynamic analysis and network traffic eavesdropping and found UIs re-
sponsible for third-party communication. We found that diagnostic reports and
trip logs are stored mostly in device storage and shared with external entities.
The trip logs contain the highly sensitive historical location information of the
vehicle, which could be captured through network eavesdropping.

[V8] Privacy Policy Violation. We have mapped the consistency between the
privacy policy and corresponding security practices. Apps with no user consent
for information sharing are considered to violate privacy. We have verified the
app API and 25 apps do not mention anything about information transfer but
they indeed transmitted vehicle information and/or diagnostics reports.

[V9] Access when the vehicle is off. 47 out of 125 of the apps allow connec-
tion to the app when the vehicle is turned off. While CAN bus access is restricted
in such cases, an attacker can still access previous diagnostics, if such information
is continuously tracked. Moreover, apps with terminal access still allow access
to connected dongles and configuration commands such as setting up CAN bus
protocol. In this case, any malicious act can change the configuration related to
a vehicle communication protocol, if the app has a specific UI that allows the
change of settings related to vehicle access, these can be changed even when the
vehicle is off. Apps without this vulnerability would terminate when the vehicle
is turned off or display a warning message, which blocks all app functions.
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4.5 Attack Summary

Our analysis results point critical importance of implementing robust security
measures, especially in sensitive categories like vehicle communication. In this
section, we evaluate attack objectives defined in section 2.2 using real-world ve-
hicles, OBD-II dongles, and vulnerable companion apps. Each attack is executed
by exploiting one or more vulnerabilities. Further, We explain the consequences
associated with each attack in detail.
• Gain access to the vehicle through a connected OBD II dongle. The attacker’s
primary goal is to establish a connection and gain access to a vehicle. As shown
in the experiments, this goal is easily achievable in the majority of the evaluated
companion apps. Once access is obtained, the attacker may exploit the vehicle’s
systems, potentially leading to leaks of vehicle-related information, location data,
and driving history. In cases of continuous connection, this poses a risk to the
server and can further complicate the situation. This attack phase serves as a
starting point to complicate further.
• Eavesdrop on app-to-vehicle communication. As we have validated, an external
attacker could eavesdrop on app-to-vehicle communication due to a lack of link
layer encryption and lack of end-to-end encryption. We have shown that vehicle
information and diagnostics can be extracted from network packets captured
during app-to-vehicle communication.
• Steal information of the vehicle or the user. As we have demonstrated, due to
lack of authentication, encryption, and access control, vehicle information could
be obtained through different attack surfaces, e.g., by directly connecting to a
plugged dongle, or by eavesdropping on the app-to-vehicle communication of
a legitimate user. This has the potential to leak location information, vehicle
diagnostics, real-time vehicle operations, and even user information.
• Interfere with vehicle operations and potentially take control of the vehicle.
As validated in our experiments, companion apps susceptible to unauthorized
access can be leveraged to compromise vehicle control in two scenarios: 1. When
an app features a user interface (UI) supporting vehicle control operations, such
as door lock/unlock functions; 2. When an app includes an OBD II terminal
for sending manual CAN bus commands. In both cases, the repercussions can
be severe, as such attacks can potentially grant malicious actors the ability to
compromise the vehicle’s control and security. Also, this can cause Risky driving
conditions as attackers can even connect to the vehicle while moving. Last, there
is a possibility that an attacker can send incompatible commands to the vehicle’s
CAN bus, potentially causing further damage to the CAN bus.

5 Discussions

Each vulnerability identified in our study, concerning automotive companion ap-
plications, holds substantial implications for vehicle owners and their vehicles,
ranging from property theft to vehicle information leaks and risks while driving,
among others. Our analysis results point out the crucial importance of imple-
menting robust security measures, especially in sensitive categories like vehicle
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communication. Our comprehensive analysis executed each attack scenario and
overall, results show that 70% of off-the-shelf OBD II companion apps are vul-
nerable. It is concerning to see that apps with poor security controls are allowed
to be deployed in safety-critical domains.

Scope of our work. Our analysis includes all the app components that may
serve as entry points for potential attacks. We have not provided an exhaustive
examination of the source code, as this has been addressed in related research
under the domain of mobile app source code analysis [34]. We focused on the
unique elements that interact with OBD-II dongles and vehicles. Also, in the
case of network communication, we did not decrypt the secured traffic or modify
any protocol that any app uses.

Possible app security controls. We have observed that a few companion apps
incorporate secure authentication methods by following measures such as user
account verification, device identification, and restriction on full access to the
app in the case of open-access devices. This reduces the likelihood of the app
being malicious, even when the compatible dongle has open access. In summary,
we suggest the following security controls for car companion apps: (1) Device
authentication: a strong authentication measure should be employed when the
companion app (the smartphone) attempts to connect to the OBD-II dongle,
to validate that the user has physical ownership/access to the dongle/vehicle.
For instance, the companion app may prompt the user for a serial number or
a pin that is printed on the dongle. (2) User authentication: when the user
profile is created and the vehicle information is associated with the profile, user
authentication should be required when the user attempts to access the profile
and the corresponding vehicle. (3) Encryption: all communications, including
app-dongle communication and external communication, should properly utilize
encryption. (4) Validate user input: while it could be a useful advanced function
to allow users to directly enter CAN commands, such input should always be
validated and sanitized. (5) Restricted functions for insecure dongles: for dongles
that allow open access (unauthorized connection), the app should only provide
very limited functionalities in terms of interacting with the dongle. In short, we
emphasize the companion app’s responsibility to guard against encouraging an
attack and highlight specific security issues directly present in these apps.

Vehicle Hardware and CAN security. While the apps exhibit privacy and
security concerns, it is equally important to address the security of OBD II hard-
ware and the CAN protocol. Numerous studies proposed enhanced security mea-
sures for CAN bus communication [45] or OBD-II dongles [46]. However, these
proposals have not yet seen widespread implementation in the market. CAN
bus communication is a basic broadcast protocol that sends vehicle information
without any encryption by design. External entities accessing the information
are responsible for encrypting the information extracted from the CAN bus.

Responsible Disclosure We were not able to find developer details for most
of the apps. For the 12 companion apps that provided developer contact in-
formation, we made a responsible disclosure in November 2023 regarding the
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vulnerabilities found in our study. As of the submission of this paper, we have
not received any response.

6 Related Work

A thrust of the existing work on vehicular security focuses on CAN bus security,
e.g., [20,37,16,27,32,29,28]. The modern vehicles are integrated with network
communication capacity enabling vehicles to communicate with external enti-
ties in real-time [23,51]. However, advanced integration such as companion apps
needs to be thoroughly analyzed before they can be securely deployed. Here we
briefly summarize the recent attacks against vehicles and discuss three major
categories of defense: in-vehicle communication (CAN bus), vehicle communica-
tion with external entities, and mobile app security.
Recent Attacks on Vehicle. In the past decade, there has been a rise in
vehicle attacks, particularly exploiting vulnerabilities in CAN bus and in-vehicle
network systems. Attackers can compromise vehicles when they gain access to
the vehicle’s CAN bus [3,6,2]. A keyless car theft incident involving a Toyota
RAV4 was reported as a CAN bus injection theft with CAN bus command [10].
Recent demonstrations of potential vehicle vulnerabilities highlighted security
flaws in companion apps for electric vehicles like Nissan Leaf [4], and featured
an illustrative showcase of an attack through Hyundai’s Blue Link app [8]. These
attacks highlight the importance of examining all the entities that can connect,
access, and control the CAN bus, including the vehicle companion apps.
In-vehicle communication and CAN Bus Security. CAN bus communi-
cation has been studied in research, explaining possible vehicle attacks, in case
of insecure CAN bus configuration and communication. CAN bus attacks such
as “weeping attack” [18,30] can be executed through the OBD port. Several
measures such as intrusion detection [31,38], cryptographic solutions [21], CAN
firewall [27], and error handling have been proposed [39]. In this paper, we do not
consider the security of the CAN bus itself, instead, we investigate how vehicle
companion apps may be exploited to launch attacks against the CAN bus.
Auto Infotainment and OBD II Security. Several surveys explained secu-
rity challenges in advanced vehicular communications [17,40,22]. [33] highlighted
the importance of privacy-preserving vehicle information. “AT” commands sent
to CAN bus are studied in [43]. Vehicle companion apps were analyzed to retrieve
CAN commands [47,48]. [49,46,26] studies the attacks and defenses through
OBD-II ports. In this paper, our scope is different from these works as we inves-
tigate how vehicle companion apps could be exploited as attacking tools.
Mobile App Security. Mobile apps have been widely studied for source code
analysis, dynamic analysis, network traffic, etc [50,24,34]. Online tools such as
MOBSF and Qark are available for static analysis from source code [11,35].
The backend cloud servers are also examined [52,13]. However, there have been
limited efforts in security analysis for safety-critical domains. For instance, [25]
works on Health IoT mobile apps to verify privacy information protection. Static
analysis on the IoT apps revealed vulnerabilities such as poor access control [44].
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Security analysis also revealed security concerns in industrial control systems
(ICS) apps [19]. Our work further confirms that there has been minimal progress
in enhancing security measures since the publication of [19].

7 Conclusion

In this paper, we conducted a comprehensive analysis of 125 OBD II companion
apps, identifying 9 unique vulnerabilities through an examination of app func-
tions, source code, and network traffic. We further evaluated each app to gain
access to vehicle information, app information, user information, and vehicle
control. Our experiments reveal that 70% of companion apps are insecure and
impose vulnerabilities. Through the analysis and evaluation, we find that many
existing vehicles and OBD-II companion apps continue the practice with mini-
mal attention to security. Our work highlights the need to implement security
protocols in safety-critical domains like vehicle communications.
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Table 5: Vehicle Companion Apps Vulnerability Summary. WF: WiFi, BT: Blue-
tooth
App Name and Version Conn. V1 V2 V3 V4 V5 V6 V7 V8 V9

CarScannerELMOBD2 v1.89 WF&BT ✓ ✓ ✓ ✓ ✓ ✓ ✓
Carista OBD2 v8.1 WF&BT ✓ ✓ ✓ ✓
Torque Lite (OBD2 & Car) v1.2 BT ✓ ✓ ✓ ✓
inCarDoc - OBD2 ELM327 Scanner v7.6 WF&BT ✓ ✓ ✓ ✓ ✓ ✓ ✓
MotorData OBD ELM car scanner v1.25 WF&BT ✓ ✓ ✓
BlueDriver OBD2 Scan Tool v7.13 BT ✓
Carly — OBD2 car scanner v48.08 WF ✓ ✓ ✓
DashCommand OBD ELM App v4.8 WF&BT ✓ ✓ ✓ ✓ ✓
EOBD Facile OBD2 Car Scanner v3.45 WF&BT ✓ ✓ ✓ ✓ ✓ ✓ ✓
FIXD OBD2 Scanner v7.33 BT
Infocar - OBD2 ELM Diagnostic v2.24 WF&BT ✓ ✓ ✓ ✓
Obd Arny - ELM327 car scanner v0.14 WF&BT ✓ ✓ ✓ ✓
Obd Harry Scan -ELM car scanner v0.99 WF&BT ✓ ✓ ✓ ✓ ✓
Obd Mary – OBD2 car scanner v1.19 WF&BT ✓ ✓ ✓ ✓ ✓ ✓
OBD2 Auto Scaner Olivia Drive v22.1 WF&BT ✓ ✓ ✓ ✓ ✓ ✓
OBD Auto Doctor scanner v6.6 WF&BT ✓ ✓ ✓ ✓
OBDclick Car Scanner OBD2 ELM v0.9 WF&BT ✓ ✓ ✓ ✓ ✓ ✓
OBDeleven VAG car diagnostics v0.60 BT ✓ ✓ ✓
OBD Link v5.32 WF&BT
Piston - OBD2 Car Scanner v3.1 WF&BT ✓ ✓ ✓ ✓ ✓
Scan Master for ELM327 OBD2 v5.3 WF&BT ✓ ✓ ✓ ✓
Speedboat. GPS/OBD2 Speedometer v3.3 WF&BT ✓ ✓ ✓
Torque Pro (OBD2 & Car) v1.8 BT ✓ ✓ ✓ ✓ ✓
Clear And Go - OBD2 Scanner v1.12 WF&BT ✓ ✓ ✓ ✓
Elm327 OBD Terminal v1.3 BT ✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓
GaragePro Car OBD2 Scanner v2.9 BT ✓ ✓ ✓ ✓
GPS Speedometer OBD2 Dashboard v2.5 WF&BT ✓ ✓ ✓
Hybrid Assistant v3.31 BT ✓ ✓ ✓
OBD 2: Torque Car Scanner FixD v1.3 BT ✓ ✓ ✓ ✓
RealDash v2.2 WF ✓ ✓ ✓ ✓
Repair Solutions2 v2.0 BT
CarBit ELM327 OBD2 v3.5 WF&BT ✓ ✓ ✓ ✓ ✓ ✓ ✓
AlfaOBD Demo v2.3 WF&BT ✓ ✓ ✓ ✓
Autel MaxiAP200 v1.58 BT
Auto Agent v1.29 BT
Car Diagnostic Pro (OBD2) v7.17 WF&BT ✓ ✓ ✓ ✓
CarDiag: Car Diagnostic OBD2 v1.1 BT ✓ ✓ ✓ ✓ ✓
CarSys Scan (Best OBD2&ELM32) v1.8 BT ✓ ✓ ✓
ChevroSys Scan Lite v1.1 WF&BT ✓ ✓ ✓
DeepOBD v1.01 BT ✓ ✓ ✓ ✓
Dr. Prius / Dr. Hybrid v6.1 WF&BT ✓ ✓ ✓
EconTool Nissan ELM327 v3.31 WF&BT ✓ ✓ ✓ ✓ ✓
Elm327 WiFi Terminal OBD v1.1 WF&BT ✓ ✓ ✓ ✓ ✓ ✓ ✓
FordSys Scan Lite v1.1 WF&BT ✓ ✓ ✓
GPS Speedometer: Car Dashboard v1.0 WF&BT ✓ ✓ ✓
HobDrive OBD2 diag, trip v1.6 WF&BT ✓ ✓ ✓
Hondash v2.8 BT ✓ ✓ ✓
Ht200 v1.58 BT
OBD Jscan v28.10 WF&BT ✓ ✓ ✓ ✓ ✓
OBD2 Bluetooth Car Scanner v2.6 BT ✓ ✓ ✓
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